1)a)**Key Idea:** swap the median of L[n…3] with 1 ≤ i ≤ n-2 since the median cannot be a minimum or maximum by definition. By time I moves to n-1, the only two elements that were never a median and therefore never swapped out from L[n…2] will remain at the end of the list. These two elements are the minimum and maximum

Algorithm **MedianMinMax**;

**Input**: L[lower…upper], whose elements are drawn from a totally ordered set

**Output:** Two elements that are the minimum and maximum elements of L

**begin**

1. n = |L|
2. j = 1
3. while j < n-1 do
4. swap(L, median3(L[n-2], L[n-1], L[n] ), j)
5. j = j+1
6. if j == n-1 then
7. return L[n-1], L[n]
8. if j == n then
9. return L[1], L[1]

**end,**

Correctness:

We must prove that for all lists L drawn from a totally ordered set, such that |L|≥1, MedianMinMax returns the minimum and maximum element in L.

**Proof:**

For |L| = 1:

In line 1, n is set to 1, and in line 2, j is set to 1.

Since j n-1, control does not enter the while loop

Since j ≠ n-1, control does not execute inside the if statement on line 6 and control skips to line 8

Since j == n, control executes line 9 inside the if statement on line 8 and MedianMinMax returns L[1], L[1] and since L only has one element, L[1] is both the min and max of L. Thus, algorithm MedianMinMax returns the minimum and maximum of a list L when |L| = 1

For |L| = 2:

In line 1, n is set to 2, and in line 2, j is set to 1.

Since j n-1, control does not enter the while loop

Since j == n-1, control executes line 7 inside the if statement on line 6 and MedianMinMax returns L[n-1], L[n] and since L only has two elements, L[n-1] and L[n] must be the min and max of L. Thus, algorithm MedianMinMax returns the minimum and maximum of a list L when |L| = 2

For |L| > 2:

**Lemma 1:** for 1 ≤ k < n-2, if and when control reaches line 3 for the kth time, L[n-2…n] contains the min and max of L[1…k-1]

**Proof:**(*Induction Basis*) When k = 2, The list L[1…k-1] has a single element, which was swapped into L[n-2…n] with the previous iteration of the while loop, thus L[n-2…n] contains the min and max of L[1…k-1]

(*Inductive Hypothesis*) Suppose Lemma 1 holds for k=m (m<n)

(*Inductive Step*) When control reaches Line 3 for the (m+1)th time, by the inductive hypothesis, we know that the min and max of L[1…m] is in L[n-1…n], and j≥2 since control did not exit the while loop.

Next control moves to line 4, where the median of L[n-2…n] is swapped with L[m+1]. Since the median of L[n-2…n] must be less then one element in L[n-2…n] and greater then another element in L[n-2…n], it is not the min or max of L[1…m] and therefore not the min or max of L[1…m+1] . So, the min or max elements of L[1…m] are still in L[n-2…n].

If L[m+1] is the min or max of L[1…m+1], then it is swapped with the median of L[n-2…n] and L[n-2…n] now contains the max and min of L[1…m+1]

otherwise, by lemma 1, L[n-2…n] already contained the min and max of L[1…m+1]

When control reaches line 3 for the (n-2)th time, j = n-2 and control enters the while loop. Now since by lemma 1, L[n-2…n] contains the min and max of L[1…n-3], and L[n-2…n] must contain its own min and max, therefore, L[n-2…n] contains the min and max of L.

In line 4 we swap the median of L[n-2…n] with L[j=n-2], there are three cases:

Case 1: The median is in L[n-2]

In this case, the minimum and maximum of L[n-2…n] are in L[n-1...n] (Since the minimum and maximum of three elements are the two elements that are not the mean). Furthermore, the index returned by median3 will be n-2, thus the swap will cause no change and the minimum and maximum will remain in L[n-1…n] after line 4 executes

Case 2: The median is in either L[n-1]

In this case, L[n-2] and L[n] are the minimum and maximum and the index returned by the call to median3 will be n-1. Thus, the median(L[n-1]) will be swapped with L[n-2] and L[n-1] will now hold the minimum and L[n] will hold the maximum, or vice versa. Thus, the minimum and maximum will be in L[n-1…n] after line 4 executes

Case 2: The median is in either L[n]

In this case, L[n-2…n-1] contain the minimum and maximum and the index returned by the call to median3 will be n. Thus, the median(L[n]) will be swapped with L[n-2] and L[n-1] will now hold the minimum and L[n] will hold the maximum, or vice versa. Thus, the minimum and maximum will be in L[n-1…n] after line 4 executes

In line 5, J is incremented to n-1( n-1) and control exits the loop with the minimum and maximum in L[n-1…n].

Now control moves to line 7 since the conditions in line 6 was met( j == n-1 ) and L[n-1] and L[n] are returned. Thus, algorithm MedianMinMax returns the minimum and maximum of a list L when |L| > 2

Therefore, Algorithm MedianMinMax returns the minimum and maximum of list L when |L| ≥ 1

█

Time Complexity:

**Theorem:** Algorithm MedianMinMax performs Θ(n) calls to median3 in the worst-case scenario to find the min and max of a list of n elements

**Proof:** The worst-case occurs when the n>2. In this case, the while loop on line 2 is executed n-2 times and in each iteration, one call is made to median3. No calls are made to median3 outside the while loop therefore algorithm MedianMinMax makes at most n-2 calls to median3. Thus, algorithm MedianMinMax is Θ(n-2) = Θ(n)

1)b) **Key Idea:** Create a comparison operator out of Median3 that is equivalent to either a less then or greater then operator and replace the comparison operator in an O(nlgn) sorting algorithm, such as merge sort, with this median3 comparison operator.

Algorithm **MedianSortMain:**

**Input:** L[lower…upper];

**Output:** L[lower…upper] sorted in ascending or descending order;

**begin**

1. **if**(|L| > 2)
2. Edge[2] = **MedianMinMax(**L**)**
3. return **MedianSort**(L)
4. **else** return L

Note: Edge is a global accessible list of size two containing the min and max element of L

**end.**

Algorithm **MedianSort**;

**Input**: L, lower, upper;

**Output:** L[lower…upper] sorted in ascending or descending order;

**begin**

1. **if** (lower < upper) **then**
2. **MedianSort**(L, lower, );
3. **MedianSort**(L, , upper);
4. return **MedianMerge** (L[lower…], L[+1…upper])
5. return L

**end.**

Algorithm **MedianMerge;**

**Input:** Two list A[1…m] and B[1…n], sorted In descending order if Edge[1] is the max of L and ascending order if Edge[1] is the min of L;

**Output:** A sorted list C[1…m+n] which contains all the elements of A and B

**begin**

1. indexA = 1; indexB = 1; indexC = 1;
2. **while**(indexA ≤ m and indexB ≤ n) **do**
3. **if**(**CloserToEdge**(A, B, indexA, indexB))
4. **then** C[indexC] = A[indexA]; indexA = indexA + 1;
5. **else** C[indexC] = B[indexB]; indexB = indexB + 1;
6. indexC = indexC+1;
7. **if** (indexA>m)
8. **then** copy B[indexB…n] into C[indexC…m+n];
9. **else** copy A[indexA…n] into C[indexC…m+n];

**end.**

Algorithm **CloserToEdge;**

**Input:** Two lists, A and B, the index of the element being compared from A, indexA, the index of the element being compared from B, indexB, and globally accessible list, Edge

**Output:** A true or false value

**begin**

1. c = median3(A[indexA], B[indexB], Edge[1])
2. **if**(c == 1)
3. **then** return True
4. **if**(c == 2)
5. **then** return False

**end.**

Correctness:

We must prove that for all lists L drawn from a totally ordered set, such that |L|≥1, MedianSortMain returns the list L sorted in ascending or descending order.

**Proof:**

If |L| < 2

On line 1 control does not enter the conditional if-block because |L| is less then two. Control skips to line 4 where L is returned and is already sorted because a list of one element is always sorted and a list of two elements is always sorted either in ascending or descending order.

Therefore if |L| < 2 then *MedianSortMain* returns the list L sorted in ascending or descending order.

If |L| > 2

On line 1 of Algorithm *MedianSortMain*, control enters the conditional if-block because |L| > 2. On line 2 the Minimum and Maximum element are saved in unknown order in the globally accessible list Edge and on line 3 the result of *MedianSort(1,2, L)* is returned. Thus, if the result of *MedianSort(1,2,L)* when |L|>2, and Edge contains the Minimum and Maximum elements of L, is a List sorted in ascending or descending order then *MedianSortMain* returns the list L sorted in ascending or descending order.

**Lemma 2:** If Edge[1] is the max of L, then;

CloserToEdge returns true when A[indexA] > B[indexB] and false otherwise

…and, If Edge[1] is the min of L, then;

CloserToEdge returns true when A[indexA] < B[indexB] and false otherwise

**Proof:** Case 1: Edge[1] is the max of L;

Since Edge[1] is the max element in L, and there are no duplicates, Edge[1] > A[indexA] and Edge[1] > B[indexB]. There are two sub cases:

Case 1.i: A[indexA] > B[indexB]

By transitivity of >, Edge[1] > A[indexA] > B[indexB]

Thus, the median of A[indexA], B[indexB], and Edge[1] will be A[indexA],

and on line 1, c will be set to 1.

Next control will move to line 2, pass the conditional if-statement and execute line 3 returning true

Case 1.ii: B[indexB] > A[indexA]

By transitivity of >, Edge[1] > B[indexB] > A[indexA]

Thus, the median of A[indexA], B[indexB], and Edge[1] will be B[indexB],

and on line 1, c will be set to 2.

Next control will move to line 2, fail the conditional if-statement and move to line 4. It will the pass the conditional if-statement and execute line 5 returning false

Thus, when Edge[1] is the max of L, CloserToEdge returns true when A[indexA] > B[indexB] and false otherwise

Case 2: Edge[1] is the min of L;

Since Edge[1] is the min element in L, and there are no duplicates, Edge[1] < A[indexA] and Edge[1] < B[indexB]. There are two sub cases:

Case 1.i: A[indexA] < B[indexB]

By transitivity of <, Edge[1] < A[indexA] < B[indexB]

Thus, the median of A[indexA], B[indexB], and Edge[1] will be A[indexA],

and on line 1, c will be set to 1.

Next control will move to line 2, pass the conditional if-statement and execute line 3 returning true

Case 1.ii: B[indexB] < A[indexA]

By transitivity of <, Edge[1] < B[indexB] < A[indexA]

Thus, the median of A[indexA], B[indexB], and Edge[1] will be B[indexB],

and on line 1, c will be set to 2.

Next control will move to line 2, fail the conditional if-statement and move to line 4. It will the pass the conditional if-statement and execute line 5 returning false

Thus, when Edge[1] is the min of L, CloserToEdge returns true when A[indexA] < B[indexB] and false otherwise

Thus, If Edge[1] is the max of L, then;

CloserToEdge returns true when A[indexA] > B[indexB] and false otherwise

…and, If Edge[1] is the min of L, then;

CloserToEdge returns true when A[indexA] < B[indexB] and false otherwise

**Lemma 3 :** Algorithm MedianMerge correctly merges the two sorted lists; That is, the ith element moved into the output list is the ith largest element if Edge[1] is the max of L or the ith smallest element if Edge[1] is the min of L.

**Proof:**(*Induction Basis*) When 1st element is being moved into the list, i = 1. We know that control has reached line 3 for the first time, therefore indexA = 1, indexB = 1, indexC = 1 and the output list C is empty.

Regardless of whether the if statement evaluates to true or false, after control moves to line 6, there will be one element in C that is the 1st element moved into C and is trivially the 1st smallest and 1st largest element in C. Thus the 1st smallest element moved into the output list is the ith largest element if Edge[1] is the max of L or the ith smallest element if Edge[1] is the min of L.

(*Inductive Hypothesis*) Suppose Lemma 3 holds for k=m (m<n)

(*Inductive Step*) When the (m+1)th element is being moved into the list, by the inductive hypothesis, we know that the each of the ith elements from 1...m are the ith greatest element in the combined list C if Edge[1] is the max of L and the ith smallest element in the combined list C if Edge[1] is the min of L. We also know that indexC = i, indexA = j, and indexB = k, when control is at line 3. Furthermore, we know that C has i elements, and that A and C are in descending order if Edge[1] is the max of L, and in ascending order if Edge[1] in the min of L.

Now there are two cases, each with two subcases:

Case 1: A[indexA] > B[indexB].

Case 1.i: Edge[1] is the max of L,

By Lemma 3, control will move to line 4, and A[indexA] will be placed in the (i+1)th place in C. Since A and B are in descending order we know that all i elements in C are larger then A[indexA] and the remaining elements in A and B are smaller, therefore the (i+1)th element added to C is the (i+1)th largest element in C

Case 1.ii: Edge[1] is the min of L,

By Lemma 3, control will move to line 5, and B[indexB] will be placed in the (i+1)th place in C. Since A and B are in ascending order we know that all i elements in C are smaller then B[indexB] and the remaining elements in A and B are larger, therefore the (i+1)th element added to C is the (i+1)th smallest element in C

Case 2: A[indexA] < B[indexB].

Case 2.i: Edge[1] is the max of L,

By Lemma 3, control will move to line 5, and B[indexB] will be placed in the (i+1)th place in C. Since A and B are in descending order we know that all i elements in C are larger then B[indexB] and the remaining elements in A and B are smaller, therefore the (i+1)th element added to C is the (i+1)th largest element in C

Case 2.ii: Edge[1] is the min of L,

By Lemma 3, control will move to line 4, and A[indexA] will be placed in the (i+1)th place in C. Since A and B are in ascending order we know that all i elements in C are smaller then A[indexA] and the remaining elements in A and B are larger, therefore the (i+1)th element added to C is the (i+1)th smallest element in C

Thus, Algorithm MedianMerge correctly merges the two sorted lists; That is, the ith element moved into the output list is the ith largest element if Edge[1] is the max of L or the ith smallest element if Edge[1] is the min of L.

**Theorem 1:** Algorithm *MedianSort* correctlysorts a list L with |L|>2 into ascending or descending order

Note: In the Inductive Basis, and Inductive Step, Edge[1] is consistently the max element of L for the entire operation on L or the minimum element of L for the entire operation on L. Thus, without loss of generality, we can assume that MedianMerge will always consistently merge two sorted lists into a list that is in the same order of the two sublists it is merging.

**Proof:**(*Induction Basis*) When |L| = 3, MedianSort is called on the two sublists L[1…2] and L[3]. The first list is further divided into two sublists L[1] and L[2]. The two sublists L[1] and L[2] are already sorted since they only contain one element, and by lemma 3, are correctly merged to create the sorted sublist L’[1...2]. The list L[3] is already sorted since it only contains one elements and is then merged with L’[1…2]. By lemma 3, we know these two lists are merged correctly resulting in a sorted list L’[1…3] which is then return by Median sort. Thus, MedianSort correctly sorts a list L, were |L| = 3.

(*Inductive Hypothesis*) Assume Lemma Theorem 1 holds for |L|=m(m<n)

(*Inductive Step*) When |L| = m+1 then the list L is divided into two sublists

L[1…] and L[… m]. Since both lists are of a size less then m, by the Inductive Hypothesis, they are both correctly sorted by MedianSort on lines 2 and 3. Then by lemma 3, the two lists are correctly merged by MedianMerge resulting a sorted list L’[1…m] that is then returned on line 5.

Therefore, MedianSort correctly sorts a list L with |L|>2 into ascending or descending order

Thus, the result of *MedianSort(1,2,L)* when |L|>2, and Edge contains the Minimum and Maximum elements of L, is a List sorted in ascending or descending order

Therefore, Algorithm *MedianSortMain* returns the list L sorted in ascending or descending order for |L| > 2

Therefore, Algorithm *MedianSortMain* returns the list L sorted in ascending or descending order for |L| ≥ 1

■

Time Complexity:

Theorem: Algorithm MedianSortMain performs Θ(nlgn) calls to median3 in the worst-case scenario to find the min and max of a list of n elements.

**Proof:** The worst-case occurs when |L|>3. In this case, MedianMinMax is called on L once, which has already been shown to be Θ(n) followed by a call to MedianSort on L.

Let T(n) be the number of calls to median3 required to sort a list of n elements with MedianSort.

Let: and

Using general formula for solving recurrences, we have

and

f(n) = (n-1) - Θ(n) = Θ()

Θ() = Θ()

Similarly, = Θ() = Θ()

Thus, T(n) = Ω(nlgn) and T(n) = O(nlgn)

By Lemma 0.1(b), T(n) = Θ()

Therefore, the time complexity of MedianSortMain is Θ(n) + Θ(nlgn) = Θ(nlgn) by theorem 0.7

2)

**Key Idea:** Find a O(nlgn) subset of all the O(n2) intersections and use an already known O(nlgn) convex hull finding algorithm. To do this we sort the lines by their slope and return the intersections of successive lines in the sorted list.

Algorithm **ConvexHull;**

**Input:** A list of straight lines, L[1…n]

**Output:** A set of intersections that map to the vertices of the smallest convex polygon containing all the intersections of all the lines in the L

**Begin**

1. Obtain the slope of every line
2. Sort the lines by their slope in descending order in list L[0…N-1]
3. while m < N-1
4. I[m] = intersection(L[m], L[(m+1) mod N])
5. return Graham-Scan(I)

**end.**

Correctness

**Proof of Correctness:** We must prove that the Graham Scan of I = the Convex Hull of the set of all intersections of the lines in L. To do this, we must prove Theorem 2.

**Theorem 2:** let CH be the list of vertices that make up the smallest convex polygon containing all the intersections of the lines in L, (i.e. the convex hull of set of points that correspond to the intersections of the lines in L), then CH ⊆ I.

**Proof**(Proof by contradiction)

Suppose CH⊈I.

CH⊈I

⇒ ~(CH⊆I)

⇒ ~(∀x∈CH, x∈CH → x∈I)) Definition of subset

⇒ ∃x∈CH, ~(x∉CH ∨ x∈I)

⇒ ∃x∈CH, x∈CH ∧ x ∉ I

⇒ x∈CH ∧ x ∉ I E.I.

Since x is an element of CH, and CH is a set of points corresponding to intersection of the lines in L, we know that x itself is an intersection. Thus, we can say, with out loss of generality, that x is the intersection of two lines Lq and Lr such that *slope(Lq) > slope(Lr).*

Additionally, since x is not an element of I, we know that these two lines are not consecutive in L, implying that there exists a line Ls such that *slope(Lq) > slope(Ls) > slope(Lr).*

Finally, since x is not in I, we also know that *Lq ≠L[0] or Lr ≠ L[N-1],* since intersection(L[N], L[N mod N]) is an element of I.

Now, Ls must intersect with Lq and Lr, let these two intersects be *sq* and *sr* respectively

There are two cases

Case 1: Point *sq* is to the right of *sr* on straight line Lk (Case 2 is symmetrical)

Now since if Lq ≠L[N] or L[0] *≠ Lr*,we know that there exists a line Lt such that the slope of slope(Lq) > slope(Lt) or slope(Lq) < slope(Lt). let *tq* and *tr* be the intersection of Lt with Lq and Lr, respectively.

a)slope(Lt) > slope(Lq).

If *tr* is to the right of *tq*, then x would be on the line segment joining *tq* and *sq*. (Figure 1) This means that x is not a convex vertex (since convex vertex’s have an interior angle of less then 180°). Thus, x cannot be a vertex in the convex hull and therefore is not an element of CH. A contradiction.

Figure 1
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If *tr* is to the left of *tq,* then x would be on the line segment joining *tr* and sr.

(Figure 2) This means that x is not a convex vertex (since convex vertex’s have an interior angle of less then 180°). Thus, x cannot be a vertex in the convex hull and therefore is not an element of CH. A contradiction.

![A close up of a wire fence

Description generated with high confidence](data:image/png;base64,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)

Figure 2

b) slope(Lt) < slope(Lr)

If *tr* is to the left of *tq*, then x would be on the line segment joining *tq* and *sq*.

(Figure 3) This means that x is not a convex vertex (since convex vertex’s have an interior angle of less then 180°). Thus, x cannot be a vertex in the convex hull and therefore is not an element of CH. A contradiction.
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If *tr* is to the left of *tq*, then x would be on the line segment joining *tq* and *sq*.

(Figure 4) This means that x is not a convex vertex (since convex vertex’s have an interior angle of less then 180°). Thus, x cannot be a vertex in the convex hull and therefore is not an element of CH. A contradiction.
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Figure 4

Thus, by contradiction, we have CH ⊆ I

Since, by Theorem 3 CH ⊆ I, and CH is the convex hull of L, Finding the convex hull of I will give us the convex hull of our input list. Thus, it follows the algorithm is correct

■

Time Complexity:

On line 1: Obtaining the slope of a line can be done in constant time O(1), Thus, obtaining the slope of all n lines would take O(n) time.

On line 2: Sorting with an algorithm like merge sort would take O(nlgn) time.

In the while loop, obtaining the intersection of one line can be done in O(1) time so obtaining the intersection of all n lines would take O(n) time.

Finally, the algorithm Graham Scan takes O(nlgn) time so the algorithm ConvexHull takes

O(n) + O(nlgn) + O(n) + O(nlgn) time. By theorem 0.7, we have O(nlgn) time.

Therefore, ConvexHull takes O(nlgn) time

3) Show the problem of determining if a list of n elements drawn from a totally ordered set are all distinct has a lower bound of Ω(nlgn) number of comparisons needed to solve the problem.

**Proof:**

**Theorem 2:** An algorithm that can determine if there are any duplicates in a list drawn from a totally ordered set must compare each element xi with the smallest element larger than or equal to xi

**Proof:**(proof by contradiction) Suppose an algorithm that can determine if there are any duplicates in a list drawn from a totally ordered set didn’t have to compare each element xi with the smallest element larger then xi.

Suppose we have an input lists L of size n and sorted in ascending order, where all elements of L are distinct except that L[i] = L[i+1]. When the algorithm gets to L[i], it will not compare it to L[i+1] since L[i+1] is the smallest element larger then L2[i] and will not determine that they are the same, thus will determine that all elements in L2 are distinct even those this is not true. A contradiction.

Thus. by contradiction, an algorithm that can determine if there are any duplicates in a list drawn from a totally ordered set must compare each element xi with the smallest element larger than or equal to xi

(proof by contradiction) Assume there was an algorithm, Π1, that can determine if a list of n elements drawn from a totally ordered set are all distinct with o(nlgn) number of comparisons.

By Theorem 2, we know an algorithm that solves Π1 must compare each element xi with the smallest element larger then xi. If we modify that algorithmto output the element compared with xi,and call this modified algorithm Π2,then we can see the output of Π2 is the sorted input list. Furthermore, this modification does not change the number of comparisons done.

Π2 and sorting algorithms both take lists drawn from a totally ordered set as input and both produce the corresponding sorted list. Therefore, sorting algorithms are O(1)-reducible to Π1 … (I)

It is known that sorting algorithms preform Ω(nlgn) comparisons … (II)

O(1) is o(nlgn) … (III)

By (I), (II), and (III), Π2 is Ω(nlgn)

Since the modifications to change Π1 to Π2 did not change the number of comparisons made, Π1 is also making Ω(nlgn) comparisons. This contradicts our assumption; Thus, our assumption must be wrong.

Therefore, by contradiction an algorithm that can determine if a list of n elements drawn from a totally ordered set are all distinct has a lower bound of Ω(nlgn) number of comparisons needed to solve the problem.